**Classification :**

Classification is a process of categorizing data or objects into predefined classes or categories based on their features or attributes.

**Classification Types**

There are two main classification types in machine learning:

**Binary Classification**

In binary classification, the goal is to classify the input into one of two classes or categories. Example – On the basis of the given health conditions of a person, we have to determine whether the person has a certain disease or not.

**Multiclass Classification**

In multi-class classification, the goal is to classify the input into one of several classes or categories. For Example – On the basis of data about different species of flowers, we have to determine which specie our observation belongs to.

![Binary vs Multi class classification -Geeksforgeeks](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABDUAAAHwCAYAAAC2bVRBAAAgAElEQVR4nOzdv27i7BruYZ8BOQNyBs4ZQEfpnAFzBqSjhC7VFulQKmcXEcWMhESTTOVp5ou2FMlSGjKVqyyaSJbSoFTPLsDGgCEQjP285ndJltbKx8QGRsPN7fePJQAAAAAAAAayir4AAAAAAACA76DUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAAAAAAAARqLUAI5qKpNgLMFkIpNgLJNJWPQFHWw6ncp0WvRVAAAAKDQNJRiPZTKZSDAOZBKaHpqms+xX9GUAW1Bq4Ci8dkMs2xY75bAsW5xWX/zJ8p8JBi2xLEvaw6CQa87WVJ4GbbEsa/2wmzJYffIylpZliWW3ZVzI9S5Ley/C8YM48XNwRUTkod0Qy7JlMM7/o65cf18AANhNnLEsS5ruttQwlYFjizXPXt/7rN41nyweF3zjLIedW4lpIIO2k5r9bKcn/mT59Q+GbUU5ZirD1uzvyTBYXOf4oRc/h4Y7FpGJtG1LLKtVwHuSfo2ACKUGjmIqAyfly3zKMfAXIxfG7uyDwO77BV57FgLpNVaLjFn4SP7McZPPczwvDBzxFfw7vf5eTGWQfE7OQEQk/ln/yBc9+xCzlgJZef6+AACwq9WMdS2rt0liobeUPdxvlhpr+SQYzn5nc7C4ez8dS8OyxLIaGeYYXdlom+nEmz//RJFh22u5103m3kFzngc1VDbTlEw3XnpOziBI/CzL9zlNMCu0rJYs/tqmXSMwQ6mBI1h84NrtB5mEE5lMomMs3rC3+JBtuPEHYugPpdfry4Nv8hSN5bDRaA8kSDydMHiS60ZawBhLc/7BXcCghzXr70X04WLJtbeIT+OHgfR6rhz3LVu8pslAVo6/LwAA7GP9xtFgw13raETjoaXGaj6ZjgfzDJcoNWQiw35P+u6DZPeprCsbbTT1FyNZLUvaA3/pNQj8QaIcWBQ0ukoNEX/oLme6qLyyGuLFo0xCeXD70usPN5dpmVgUWsn3fu0agTlKDRzB4gPXGaT/Qx161/N/KJt7fFBNJZxMZBJ8NT9x/rjJRCaTcIc5gFOZTCaSxZTHqe/GH2rNwaYRBBNpRx9uzeH8Z9s+uPd4PtNQJkEgwXgswbb1O3Z93OKJxR/Yuw5fnU4CCSYTCYJAJlv+yDQM49IrTH0TQnHjZn7HT7FpKONxIJNJsNvz2/nvFgAARVovNRqpIxYXn51ZlxphlHUa7uEFxnQiQTD//F0LC9tLjTBx02z7R/d0lnmCsYyDyZYctevjlvnuYsqJuymnTB4W+XA+3WRrqTFdZKNJuP1VnoazrBWMx1szzK6Pix8fZ9rds/rsfZy9p9v+yJfvXZw7nZ0LjGk4kXGwR5abv8ZBEGTyHQDFotTAESRKjU3tc9TypzTWzbgImbe0Tl+ePHdt+kbTXf0Q37yORavvJf5xja6vKU9jLx6BYP+f/xs36etf3KcybG4LDzPRY7YOBxWRyXwe5WLoZtoH967PR0QklIdec/2xjeuVD4PdHpd8L+I7MsljPv0ker5Lr9c0kH7K9KNGe7D0mkwnT9JenaZjWWI1WuJFd52ClHNbTRlL2t+X+Wvmttb/jN0Ub+k93ffvFgAAGqRN8U3JHBNv7bMwOTrUSXyeJgXRF+1EFlvkk2ki5ySnJYwTj9t1rYWpeKl5pJ3II+mlxuRpsDQyIs4ZLVdWB62Mh731c1iNpenP+zxuXXSNlthtb+sjH+ZTaaPckl5qTDasy9EQ1wuWf2E4lp6zPsWl0R4sl007PW4qg0Smi65t/X2ORu4uFx3TwItfh+TRXrnBt8t7tzrCKMqd05VrXJx8Im5r/fnZzf7yNc7zrNP3xEvJihsLKRiBUgNH8EWpMR0v1pxIDF1c/8d9vPYPpN1oLH0BbSUWV5p4iQLAdqTdbi3NBWzGj01f86Ph/j/p2/Pz9J5WrtmPf9fm0QKh9BvR79r3S/H6B/fuz0fE7zcWz6PZknYr+YG4CC27Pi75XmwrNdanhYzjksiyLHFaLWkmi4trL3q3FqNVLEucVltaTiNxjtZsobHJw1rhEAWmtDDw0E5eY0uu262lPz9Ym+6z298tAAB0WGSYZs+dL9q4fjMm+oxstAfxF760Ka+rSxNszmKzfPLQXv/y2FoqNXZZ/2Iqw1bi89dpSauZzABRSZNSaiyVNba02m1xkjkjHgErMvX7i583mtJezQTzb9G7Pi5V+BRnM3fPdR7ScozXXn5dlnOaJcO4vQrjzLrIUXbK67Dr45an+o5TioXmfE2NjWuszN+TZms5r8bTlnd87yYPKTf0msNZqbGWO4OlPNlotdez7eq0qeTjG42l/z887pwaHBGlBo4gWRrY4jhOfDQayx+GTymjA9JLjZY8TeJ/leR6/g/04rGLxYMaPW/pap5683+wWg8p12dJ0/VkEs62qgqG0T/i7aW7HpN4ukxr86re03HcPu8/xHP1g3uf57MoCNqJ9S4kfIqvpz+e7vG4lPciOQwwuWDTyofLeJA+BNOPPxxnz2+aGKnjLb/Q8Qfh4oMlfU2N1WtMfli1kqM3pomixe7P70rs83cLAAAtEqXGwJen+c2KRi95M2XxRdb1g7hA2GUdr69KDRGR6TiafpJcU2P39S+Sn9fJkZGhv/j5rKRZ/51xzmj0V3JaNNJisfuKFxUwSyMoJuLOX79Gf7zX49KfSzRFY//FTNNe6yiP9ZbDUXwzML7hkigIliJdPGVkvpDnro9LyVq7vc/JTN1MjLIJZRCNnnBmf36f926Rqb/KndGIElsG48S4k8TfsWiE9VKp0RzEU6OnweIG2vemaEEDSg0cwe67n1wPFx9m20qN1TsQ0fDI6B9KERF/cC2tVm/tQyVufON/lBMLma6OyEisFL4452K4pd3bNgJjcb2Hlxp7PJ9EmeK4T0vTUiZPDzIYPMyG9O36ONkt1Kx/uEykZ0dBa21A67xYaMyKrNCX61ZLemvrjiwadzfx+u9SanjX9trficWvje4iRB+O+/3dAgBAh+S6ZYFM42maiZsx8foNTQlkKsOUUZWHlRqDlM/J3UuN+PO6uf45G+Wt3lOY+jtDfyCtVksG6+Font+ctS/pluMur+018WUwGMjTLBzt+Lh0yZs0+0a/9dd6IoPrlrSuB2trlUTFS9qNnP7T0uRe8R8GMnh4knCPx6WXGju8z6m5OXo68+w1v6G0+3uXcp7Ua1zkzrQ1/OIblfO8vHgt1qddfbUWIPSj1MARJHc/Ga7sfhKI//Qg7UTpEU3n2PxBuv6PT/rK2yIynYjvPYjb70m71RQnOTIkpdRYHyq4+G/xXY/E1JOti2QmSoP994LfEAZ2ej6yNsfVabVlMPRkdY3MXR/3rVLjGyNVJmNfHgau9K7b0nScDVvP7VJqLB5z7aWNHVwtMb7xdwsAgMKtTvGdxKMRB6t3r1ueiKRPFc2k1Nh6B3+csnaCI/50h3XXNv7OxWsw9j0ZuH25brfEWZq+unhssLIuhO20pDcYir8SenZ9XOq7kfyifHCpMf+dk7F4w4H0e9fSajalkZw+snGKti2tdl+Gnr9SiOz6uC2lxpb3eanU2elZ7/be7Zc7bfHS3qqVEiO9pNn+XsAclBo4gq93PxEJ43Y1Gha22xfp+RlS/qH1NyyqubXUSPkEWuzMMrvrsfj/2xf/XB4Suv0fxWkwlIZtS8Ppb5w3uvvzEZFpIG6rkf44p79YOGvHx31vpEb0GFtSe4WlF9mP5wFvOr5baqQXSolRNH7yWnf7uwUAgA7rpUA0LXU2mnQaTz3p+aGkf4bmUGokbgglv1AnS430mxBLV5M6UmN9ra3l4iSZU9IWhIwet9imdNfHpb0du+8OFwzbYtu2NOfTitdf68SUjQ1H8kv3NPCklbbgumWJ01ssKL/b4w4sNezel1u87vfe7ZM7129QLV3/fATItnxHqWE+Sg0cwW4t/DjaAqvhzufaHVBqJIa/WY22PDz5Ekxm20ktth7brdRIfkANJ6F4ra+fy+rztuze1m3OFgt29lbWeFgfzvf180leQjhrwPvXS2FirVz64nGHjtRI+2CPtqWdisjT9eJDu+0+iD+Ott9abEH33VKjnzapNX5Po8KFUgMAYKL1jLX48nYt4yDKD9EXvYJKDZH59qiLY7ZN6hc3vuaje1OzkYTSS3wBdh+eZBxMJJxPa3U2PCeRqUzGvgwHfWltGPG63+OWXrE4+6xNaV5+YovF6K+fUl/r8GmxA4vTduXJH8tkEspUFtvGpmXRaTgR3xtK/3rT4ui7PO7QkRrpxcJslHYo+793++TO9PVM4jVB7NlNSUqNcqPUwBHsMlJjMQ8umuZxSKmxWKipvdYUL8qTHUsNEfHmTbntNOdf+ncYfSAiobf4QGoNNzz3yaKwWKzRsfohscfzmXjStG1ptIayKl5U1BnIdNfHyfdHakRDYGcrZCdM/fg5e+FiEdTWw+qzW9zZSSs1BhtLjcTUmpQt1RavZ/ShS6kBADBR2o2j5R3Flj8Lt5Uaq19EF1+8j7mmRvx53VzNI1Ppz6//Om1NjcTNk9X4sL5g50T6TkPsRnvty/aiPGjKeLrr4zY/n8WNGluGG9bfWCw4H60Xsp5j4nw3nzaUfF2iGz7RYydeX2zblvZazp7EO/E5g/HOj/tuqZHc+WQ9+kW7yvQk3Ou9SznP/HVIH6mxsgB+9Bui19NZWVODUqOUKDVwBIk1Na49CcNQJmEok0k4+99jT9qJYXBfr6mxT6nhSHLH1UlyqNt8G9JdSo2l7b0sKx5N8rXFtBrLsqTZ95ZGbITjYWJkRCOx+8umUmOH55NY2Tq58rPINF5Yyu75uz9OvltqiPhRObK0q8lUvOvo522ZSGJnl35yodDJ0rDLxedv+lDVtTscicCwtBjW1F/sfhIHBUoNAICJ0kfDJrdsT2ar1MyT+IJ5/ZD4HYltPHcqNZamHOxeaiRHJCR3+QgeFp/jD2mjKhPX3U+Eo+kk8Tkfr+2wKHpaK1/oJ9F57L6EOz9u6xNaGvnQ95K/Zyr+cPG8kr9rY6nRcBPnmy6/L4Oo1IimKLdWXu8g3sWt9xTu/LhvlxrJ3Jvc1SSxm5zV9vZ87yTx+MZSnly9xkWh5Kzs7pLYEW/eolBqlBulBo5g991PnP5iqN62L9Krw8q2Tj9J2/t6fthtT3YpNRa7dcwb4LURBVsktiWNz5vy3JNbni6GL86f6zefj2VZ4rR64vavxbFXz7Xr41Lei8QQv22lRnLqjmVZ0my1lv5/9Do+9RblRdo+7NHzjl72h8R+9pY92/IrbS5qslBqNFsre80nR9vs8XcLAAA1NkzxTW5XabUSow7SMs9k6fPSdpy13LK+zWji83IyXHps+yGQbZ+r6xZTTaPP66aTmO6RuAGxfO7lz3mn1ZaWs1zmzI7ZdIPkNvOW05K+25dW4jwNN7qRs9vjtpkkRupGmWM9+zWXblRtm35i2Y60262UdUnmoxKmyYVYbWn1+ivTSuav2a6P27XUSJnyMY23h52VEK1Wc+m5z7Lcfu/dag632w/pf5dXCqVmq72SKRfFG6VGuVFq4CgevljoyHZaMvSXi4LoH5TFIpvRB2Tyw3km/oepOYz/YZo8uevncnrij/3FsEzbnc3nnA993LaoU3LUwb57j8s0kEE77Yu6JZZzLf7aolPrz3X35yOzRnzDIlA9L0i+cDs9bv29iLZabS6VGsO01zH0l0biRB+kvYfkuzgRt7n+d6T34Is/XCyQGq2PEa58YPrTtGuc/960v3t2a2Whr/3+bgEAoEWUsVY//6Ivjfa1l/j5hs/q6Xh9we5mXzzP3SGLhUs3SRrueMPjtpnIoL3+pbbZe0iMUkj5neHTym4es5w29McyjD//G3EJMkw5h2UtL6S5++O2m06elnb3W/o914P16cQpOcZ3mynX8CDjxMgDez7Kdbo0+jd5NMVLTIPZ7XEp2Tgqr1amGbXW8uBsZMTaOeymPCRHBu/13q28Fo0t+X3yJK2Uxeftprv0mm/Ld9F7sTpaB+ag1EDJhBKMxzIej+cLT0amEoahhHt8S42HtKWs0bCz6eJ6fH/1mnax3/MJJ4GMx2MJxmPxx8HGD+JdH3eIcDKJt/P96jpmi4ctTMNQwrXXairT6VSmO1zsdBKI7/vi+76Mx3uMsgEA4IRMgkCCyeQb+UTmn8mHJYhpOFtIcjKZ7JXRJsEsGwUr266GKflhGk5mjw3mWWzDeXZ93Fei3xMd+0e/6M8Hy392OpvGvfLs5q9FIOOxL+NgU+bZ9XGHmM7exzBaHDTdPu+d7PF3bBKMF9nvu28ejEWpAaQJn+LGeXXhIwAAAACADpQaQFIwFDs5D9JhXQUAAAAA0IpSA0hY7Doym+e3yzauAAAAAIBiUGoAS2bzAbetAwEAAAAA0IFSwzBBEBR9CQAAACJCLgEAFI9SwyBhGMr5+bmE4eYVhQEAAPJALgEAaECpYZBOpyOWZUmn0yn6UgAAwIkjlwAANKDUMEQYhnJ2diaWZcnZ2Rl3RQAAQGHIJQAALSg1DBHdDYkO7ooAAICikEsAAFpQahggeTckOrgrAgAAikAuAQBoQqlhgNW7IdwVAQAARSGXAAA0odRQLu1uCHdFAABAEcglAABtKDWU23Q3hLsiAAAgb+QSAIA2lBqKbbsbwl0RAACQJ3IJAEAjSg3FkndDqtWqOI4jlmWJ4zhSrVa5KwIAAHJDLgEAaESpoVR0N6RarYrruiKyCBNRWHBdV6rVKndFAADAUZFLAABaUWoo5bpuHBoiq+Fh22MBAACyQi4BAGhFqWGQTeEBAAAgb+QSAIAGlBoGITwAAAAtyCUAAA0oNQxCeAAAAFqQSwAAGlBqGITwAAAAtCCXAAA0oNQwCOEBAABoQS4BAGhAqWEQwgMAANCCXAIA0IBSwyCEBwCH+PO/P/Lnf3/k5uVGus9duXm5iX8GAPsilwAANKDUMAjhAcC+7v7dyeXvSzlzz8S6tTYeZ+6ZXP6+lLt/d0VfMgBDkEsAABpQahiE8ABgV8NgKOf350vFhf3TltqoJq2/Lek8d6T1tyW1UU3sn/bS487vz2UYDIt+CgCUI5cAADSg1DAI4QHAV8LPUOqjelxQVO+r0nvpSfARbP1zwUcgvZeeVO+r8Z+tj+oSfob5XDgA45BLAAAaUGoYhPAAYBv/3ZeLXxdi3VpScSvivrrf+j3uqysVtyLWrSUXvy7Ef/ezvVAApUAuAQBoQKlhEMIDgE38dz9eN8P+aR88wiL4COJpKWfuGcUGgDXkEgCABpQaBiE8AEgTfobxCI2m18xsykj4GUptVItHbDAVBUASuQQAoAGlhkEIDwDSRGtoZDFCY1X4GcYjNuqjeqa/G4DZyCUAAA0oNQxCeACwahgM4zU0jjWSIvgI4jU22BUFQIRcAgDQgFLDIIQHAKuibVu/uyjortxXN97uFQBEyCUAAB0oNQxCeACQFBUN1ftqLueLtns9doECwAzkEgCABpQaBiE8AEhyHp1cS4beS0+sW0ucRyeX8wHQjVwCANCAUsMghAcASdEWrsFHkMv5go8g3uIVAMglAAANKDUMQngAEPHevHjHkzxFO6F4b16u5wWgD7kEAKABpYZBCA8AIlGpURvVcj1vbVSj1AAgIuQSAIAOlBoGITwAiHSeO2LdWtJ57uR63tbflli3lvReermeF4A+5BIAgAaUGgYhPACIFFVqFHVeAPqQSwAAGlBqGITwACDCSA0ARSOXAAA0oNQwCOEBQIQ1NQAUjVwCANCAUsMghAcAkajUuPh1ket5L35dUGoAEBFyCQBAB0oNgxAeACRV3IpYt5YEH0Eu5ws+ArFuLam4lVzOB0A3cgmAQ/z53x/5878/cvNyI93nrty83MQ/A/ZBqWEQwgOAJOfREevWEvfVzeV8vZeeWLeWOI9OLucDoBu5BMC+7v7dyeXvSzlzz8S6tTYeZ+6ZXP6+lLt/d0VfMgxAqWEQwgOAJPfVFevWkvP781zOd35/nmuJAkA3ckm6zzAs+hIAdYbBMM4R0WH/tKU2qknrb0s6zx1p/W1JbVQT+6e99Ljz+3MZBsOinwIUo9QwCOEBwKrqfTWXoiEqUKr31aOeB4A5yCXpnjsd+X15KR9BUPSlAIULP0Opj+pxQVG9r4r76n45dTb4CKT30otzjnVrSX1Ul/CT0hDrKDUMQngAsGoYDONhmsdaWyP4COJhotwpARAhl6R77nTk1rLEPTuTl5uboi8HKIz/7scLjFfcyrdvwLivbryO2MWvC/Hf/WwvFMaj1DAI4QFAmmib1YtfF5nfwQg/wziQ5L19LADdyCXpolIjOn5dXMib5xV9WUCu/Hc/viFi/7QPzifBRxBPSzlzzyg2sIRSwyCEBwBpws8w/qD/4f3IrNgIP0O5/H2ZWSABUC7kknRRqfHoOHJfrcblxn9XV6y3gZOQvCHS9JqZ5pJj3siBuSg1DEJ4ALCJ/+4vDc3M4o5Icsgod0QArCKXpItKjedORz7DcGnkhnt2Jv/u2M0B5RatoXGMGyLJGzn1UT3T3w1zUWoYhPAAYBv/3V8amvndbdDu/t0tDRml0ACQhlySLllqRD6CQEa1WlxujOp1FhJFKUVrfVXcytFGUgQfQXwjh7W+IEKpYRTCA4CvJIdmRtug3bzc7LTK+M3LzdJ2a7VRjaGdADYil6RLKzUir64rbqUSlxvP3W7+FwgcUV7bv+e9rT10o9QwCOEBwK6GwXBpG7RoWkp9VJer/66k+9yVq/+upD6qx9NMktutcecDwFfIJem2lRoiIp9hKF6zGRcb9+fnLCSKUsh7+/e8trWHfpQaBiE8ANiX++qK8+jEwzQ3HRW3Is6jQzAAsDNySbqvSo3Im+fJT9uOy43fl5csJAqjOY9OriVD76Un1q0lzqOTy/mgF6WGQQgPAA7hvXnivXnSe+lJ57kjvZde/DMA2Be5JN2upUby8dGUFPfsTF5ubo57gcCRROtxfTXlNSvBRxCvI4bTRqlhEMIDAADQglySbt9SQ2S2kOij48SjNn5dXMi7zyLNMIf35sULjOcpWiCdGzSnjVLDIIQHAACgBbkk3XdKjUgwHMp9tRqXG/9dXTElBUaISo3aqJbreaPF0Sk1ThulhkEIDwAAQAtySbpDSg2R2UKi0e+IpqQEQxZvhm6d545Yt5Z0nju5nrf1tyXWrSW9l16u54UulBoGITwAAAAtyCXpDi01Iu++L6NaLS43RvW6fARBJtcIZK2oUqOo80IXSg2DEB4AAIAW5JJ0WZUakVfXjRcSvbUsee52M/m9QJYYqYEiUWoYhPAAAAC0IJeky7rUEJlNSfGazbjYuD8/lzfPy+z3A4diTQ0UiVLDIIQHAACgBbkk3TFKjcib5y0tJOr9+MFColAhKjUufl3ket6LXxeUGqDUMAnhAcCp+fO/P/Lnf3/k5uVGus9duXm5iX8GoFjkknTHLDWS54impLhnZ/Jyc3O0cwG7qrgVsW4tCT6CXM4XfARi3VpScSu5nA96UWoYhPAA4BTc/buTy9+XcuaeiXVrbTzO3DO5/H0pd//uir5k4CSRS9LlUWqIiHwEwdpCou++f9RzAts4j45Yt5a4r24u5+u99MS6tcR5dHI5H/Si1DAI4QFAmQ2DoZzfny8VF/ZPW2qjmrT+tqTz3JHW35bURjWxf9pLjzu/P5dhwJaHQJ7IJenyKjUiwXC4NCXlv6srpqSgEO6rG38m5yHKDHmVKNCLUsMghAcAZRR+hlIf1eOConpfFffV/XL4avARSO+lJ9X7avxn66O6hJ+EeSAP5JJ0hZQa5+dxqfG31aLUQGGiz+RjFw1RgVK9rx71PDADpYZBCA8AysZ/9+NFvipu5dshyH1147m8F78uxH9nCDZwbOSSdLlOP6nXF9NPajWmn6Bww2AYTxE91toawUcQT1FllCZEKDWMQngAUCb+ux+HEvunffAIi+AjiKelnLlnFBvAkZFL0uWyUGi3K+7Z2Wyh0EpFXnq9o50L2Fe0zerFr4vMR0+Gn2F8MyTv7WOhF6WGQQgPAMoiGUqaXjOz0BN+hkcNUwAWyCXpjr6la2KqiddsMtUE6oSfYXyT4Yf3I9PP+Mvfl5ndDEF5UGoYhPAAoCyiNTSOEUqSYao+qmf6uwEskEvSHaPU+AxD8X78iMuM+2pV3jwvs98PZM1/95emhWYxGjM5XZXRmEii1DAI4QFAGUTzbStu5Wh3WYKPIA5TzLcFjoNcki7rUuPf3V081STPBUiBQ/nv/tK00O9uwX73725puiqFBlZRahiE8ACgDPLagi3vreWAU0MuSZdVqfHu+2sLgX4EQSbXCOQlOS00+ky+ebnZaYezm5ebpa3ea6MaU06QilLDIIQHAKbLewu2vLaWA04RuSTdoaXGZxjKc7cblxlupSLBkBFnMNswGC5twR5NS6mP6nL135V0n7ty9d+V1Ef1eJpJcqt3Rl1iG0oNgxAeAJjOeXRyLRl6Lz2xbi1xHp1czgecEnJJukNKjWA4XFoI9G+rxUKgKBX31RXn0YmniG46Km5FnEeHmxLYCaWGQQgPAEwXzYk91t71q4KPIJ7LCyBb5JJ03yk1PoJAfl9exmXGT9uWd591A1Bu3psn3psnvZeedJ470nvpxT8D9kGpYRDCAwCTeW9evMhXnqJFyghJQLbIJen2LTWeu914IVC3UpGXXu+4F1yCMGgAACAASURBVAgAJUOpYRDCAwCTRaVGbVTL9bzRAmWUGkC2yCXpdi013jxPfl1cxKMzHh2HqSYA8A2UGgYhPAAwWee5I9atJZ3nTq7nbf1tiXVrSe+Fu59Alsgl6b4qNT7DULwfP+Iy475alTfPy/UaAaBMKDUMQngAYLKiSo2izguUHbkk3bZS49/dXTzVJIttXwEAlBpGITwAMBkjNYByIZekSys1PoJARvV6XGaMajX5CILCrhEAyoRSwyCEBwAmY00NoFzIJemSpcZnGMpztxuXGW6lIq+uW/QlAkCpUGoYhPAAwGRRqXHx6yLX8178uqDUAI6AXJIuKjV+X17K/fl5XGj8bbVYCBQAjoBSwyCEBwCH+PO/P/Lnf3/k5uVGus9duXm5iX+Wl4pbEevWkuAjyOV8wUcg1q0lFbeSy/mAU0IuSReVGtHx07ZZCBQoCQ1ZCusoNQxCeACwr7t/d3L5+1LO3DOxbq2Nx5l7Jpe/L+Xu391Rr8d5dMS6tcR9dY96nkjvpSfWrSXOo5PL+YBTQi5JF5UabqUiLz3W8gFMpy1LYR2lhkEIDwB2NQyGcn5/vvRha/+0pTaqSetvSzrPHWn9bUltVBP7p730uPP7cxkGw6Ncl/vqxufIQ/Qa5FWiAKeEXJLuudORR8fJbCFQpqwAxdCapbCOUsMghAcAXwk/Q6mP6vGHavW+Kr2X3pfTPYKPQHovPaneV+M/Wx/VJfzMPkxH5zh20RAVKNX76lHPA5wqckm6rEuI505Hfl9eslsKCnVK0y7SspT76qrKUlhGqWEQwgOAbfx3P14Us+JWvl0auK9uvPbFxa8L8d/9TK9zGAzjYZrHWlsj+AjiYaLcKQGOg1ySj3g6y9mZvNzcFH05OCGnOO3ClCyFZZQaBiE8ANjEf/fj0GH/tA++KxB8BPFQyjP3LPMP42ib1YtfF5nfwQg/wziQ5L19LHBKyCX5WF149NfFBQuP4qhOddqFaVkKC5QaBiE8AEiT/BLf9JqZlQThZ3i08iH8DOMP+h/ej0yv+fL3ZWaBBMBm5JJ8RKXGo+PIfbUalxv/XV2x3gYydcrTLkzMUlig1DAI4QFAmiiAHONLfLJ8qI/qmf5u/91fGpqZxR2R5JBR7ogAx0UuyUdUajx3OvIZhksjN9yzM/l3Z/6QfxTv1KddmJqlMEOpYRDCA4BV0foUFbdytPY/+AjigJL1kFL/3V8amvnd+bh3/+6WhoyaEqIAk5FL8pEsNSIfQSCjWi0uN0b1OguJ4ttOfdqF6VkKlBpGITwAWJXXlqXH3Io1OTQzOsfNy81Ow11vXm6W5v3WRjWGdgI5IZfkI63UiLy6rriVSlxuPHe7+V8gjMa0i3JkqVNHqWEQwgOApLy3LD32VqzDYLg0HzcKQvVRXa7+u5Luc1eu/ruS+qgeB7DkvF/ufAD50p5LyrLexLZSQ2T2PL1mMy427s/PWUgUOzv1aRdly1KnilLDINrDA4B8OY9Orh+MvZeeWLeWOI/OUc/jvrriPDrxMM1NR8WtiPPoEAyAgmjPJc+djvy+vDR+WsZXpUbkzfPkp23H5cbvy8vSFDs4DqZdlDdLnRpKDYNoDw8A8hXNf/1qmkZWgo8gnh+bF+/NE+/Nk95LTzrPHem99OKfASiW9lwSlQHu2Zm83NwUfTnftmupkXx8NCXF9OeO42LaxWlkqVNAqWEQ7eEBQH68Ny8eLpqnaBgppQIA7bkkuUvIrWXJr4sLI6dl7FtqiMwWEn10nKXn/u7rXqwR+WLaBVmqTCg1DKI9PADIT/RBXBvVcj1vtOgXH8QAtOeSqAx4dBy5r1bjL/j/XV0ZNS3jO6VGJBgOjX7uOB6mXZClyoRSwyDawwOA/HSeO2LdWtJ57uR63tbflli3lvReermeF4A+2nNJsgz4DMOlkRvu2Zn8u/veFtJ5O6TUEJHU5x4M9a1tgHwx7YIsVSaUGgbRHh4A5KeoD+KizgtAH+25JK0M+AgCGdVq8Rf8Ub2ufiHRQ0uNyLvvG/fccRxMu5ghS5UHpYZBtIcHAPnh7gKAomnPJdvKgFfXjRfTvLUsee5287/AHWVVakRMeu44DqZdzJClyoNSwyDawwOA/BBIABRNey75qgz4DEPxms34y/39+bnKhUSzLjVEzHnuOA6+zM+QpcqDUsMg2sMDgPxEH8QXvy5yPe/Frws+iAGIiP5csmsZ8OZ58tO24y/4vy8vVS2meYxSI/LmeUsLiXo/fqh67jgOpl3MkKXKg1LDINrDA4B8VdxKIYt8VdxKLucDoJv2XLJvGfDc6cTTMtyzM3m5uTnuBe7omKVG8hwanzuOg5EaC2SpcqDUMIj28AAgX2zHBqBI2nPJd8qAjyCQR8eJRy78uriQd98/3kXuII9SQyR9EdWinzuOg2kXC2SpcqDUMIj28AAgX+6rK9atJef357mc7/z+PNcPfgC6ac8lh5QBwXC4NC3jv6urwqZl5FVqRDQ9dxwH0y4WyFLlQKlhEO3hAUD+qvfVXD4cow/96n31qOcBYA7tueTQMuAzDOPfEU3LCIbDbC9yB4WUGufn8fP+22pRapQQ0y4WyFLmo9QwiPbwACB/w2Ao1q0lZ+7Z0YJJ8BHImXsm1q0lwyD/QA9AJ+25JKsy4N3316ZlfARBJte4i1ynn9Tri+dZqzH9pMSYdrFAljIfpYZBtIcHAMWI5qhe/LqQ8DPbu2nhZxgPF8177i0A3bTnkqzLgFfXjRfTvLUsee52M/m9X8llodBuV9yzs9mIlEpFXnp6FnLEcTDtYhlZymyUGgbRHh4AFCP8DMX+aYt1a8kP70dmH8bhZyiXvy/FurXE/mln/iEPwGzac8kxyoDPMBSv2YyLjfvzc3nzvMx+f5qjb+mamGriNZtMNTkhTLtYIEuZjVLDINrDA4Di+O9+PD82i7sMwUcQ31WouBXx3xmCDGCZ9lxy9DIgsZim9+PH0cqAo5UzP34syplq9ejlDPRh2sUyspS5KDUMoj08ACiW/+7HdxnO3DO5+3f3rd9z9+8uDiD2T5sPYQCptOeSXKZtdDrxlBT37Exebm6Oco4sn8e/u7t4qkmeC5BCJ6ZdLCNLmYlSwyDawwOA4oWfYRxQormyNy83X96BCT4CuXm5iee8RgGEYZIANtGeS3JdYHNlIdEsF9jMdMHTlYVA81zwFDox7WIdWco8lBoG0R4eAOgxDIbxXNnouPh1IfVRXa7+u5Luc1eu/ruS+qge30WJjup9Vf0QUQDF055LCtkKNTEl5b+rq0ympGSyNW23u9iatlIpZGta6MW0i3RkKXNQahhEe3gAoI/76orz6MRhZdNRcSviPDpqVyUHoI/2XFJIqZFYdPNvq1V4qXGsa0L5MO1iM7KUfpQaBtEeHgDo5r154r150nvpSee5I72XXvwzANiX9lyS6/STlWkdRU8/+QgC+X15GV/TT9vO9JpQTky7+BpZSidKDYNoDw8AdPjzvz/y539/5OblRrrPXbl5uYl/BgBZ0Z5LclkotNuNF910KxV56fWyP8eezyOPa0K5Me0CpqHUMIj28ACgOHf/7uTy92U85HPTceaeyeXvy28PKwWAiPZccvQtXRPTOrxms/AtXd88T35dXMTX9Og4TDXBQZh2AVNQahhEe3gAkL9hMFwa7hnNYa2NatL625LOc0daf1tSG9XiubLJYaXcTQHwXdpzyTFKjc8wFO/Hj7g4uK9W5c3zMvv9ab56HkVcE04P0y6gGaWGQbSHBwD5CT9DqY/qS8M93Vd3p3mvvZfe0rDS+qheynmvAI5Ley7JutT4d3cXT+vIcwHSbc+jqGsCAE0oNQyiPTwAyIf/7i9tlfbd4Z7uq7u0hVsZVigHkB/tuSSrUuPd99cWAv0IgkyucRdpzyNtcdI8rwkANKHUMIj28ADg+Px3f2mrtCz2kk9u4UaxAWBX2nPJoaXGZxjKc7cbFwdupSLBMP8pe8nnkXZNr66b+zUBgCaUGgbRHh4AHFf4GcYjNJpeM7MpI8kt3C5+XTAVBcBOtOeSQ0qNYDhcWgj0b6tV2KKb0fP4fXmp5poAQBNKDYNoDw8AjitaQyOLERqrws8wHrFRH9Uz/d0Aykl7LvlOqfERBPL78jIuDn7atrz7xY5gi55H8ppYCBQAFig1DKI9PAA4nmEwjNfQONZIiuAjiNfYYFcUAF/Rnkv2LTWeu9140U23UpGXXu+4F7ij6HlouiYA0IRSwyDawwOA44m2bT32HvDuqxtv9woA22jPJbuWGm+eJ78uLuKREI+Oo2pax3OnI4+Ow0KgALABpYZBtIcHAMcRFQ3V+2ou54u2ez12gQLAbNpzyVelxmcYivfjR1xm3FerKqd1aCpYAEAjSg2DaA8PAI7DeXRyLRl6Lz2xbi1xHp1czgfATNpzybZS49/dXTzVJIttXwEAxaHUMIj28ADgOKItXIOPIJfzBR9BvMUrAGyiPZeklRofQSCjej0uM0a1GtM6AMBwlBoG0R4eAGTPe/PiHU/yFO2E4r15uZ4XgDm055JkqfEZhvLc7cZlhlupyKvrFn2JAIAMUGoYRHt4AJC9qNSojWq5nrc2qlFqANhKey6JSo3fl5dyf34eFxp/Wy3WqQCAEqHUMIj28AAge53njli3lnSeO7met/W3JdatJb0Xtg8EkE57LolKjej4adsqFwIFoNOf//2RP//7IzcvN9J97srNy038M+hCqWEQ7eEBQPaKKjWKOi8Ac2jPJVGp4VYq8tKjoAXwtbt/d3L5+zJez2zTceaeyeXvS7n7d1f0JUMoNYyiPTwAyB4jNQBopT2XPHc68ug4LAQK4EvDYCjn9+dLxYX905baqCatvy3pPHek9bcltVEtXncsOs7vz2UYDIt+CieNUsMg2sMDgOyxpgYArbTnEtbNAPCV8DOU+qgeFxTV+6q4r+6XO84FH4H0XnpSva/Gf7Y+qkv4yb87RaDUMIj28AAge1GpcfHrItfzXvy6oNQAsBW5BIDJ/Hc/zjsVtyLuq/ut3+O+ulJxK3Fe89/9bC8UX6LUMAjhAThN0QflV3cNshJ8BPEHPABsQi4BsAuNC2767368bob90z54hEXwEcTTUs7cM4qNnJWu1JiOB2JZltiWJU5/01+mQNq2JbZtieUMZJrrFX4f4QE4Tc6jI9at9e07CPvqvfTEurXEeXRyOR8AM5FLAGyiecHN8DOMR2g0vWZmU0bCzzCevnvx64KpKDkqXakhEorbsMSyZsdgvF5ZPF034v/eezLnLxvhAThN7qsbL0SVh2ihrLxKFABmIpcAWGXCgpvRGhpZjNBYFX6G8fOqj+qZ/m5sVsJSQ0RCT2wrKjbaEiT+03TsxoWG3fYKusDvITwApytaiOrYRUNUoFTvq0c9DwDzkUsARExZcHMYDOMptsc6R/ARxFOH2RUlH+UsNURk8tBelBe9p/lPA2nHZUdrqewwAeEBOF3Rh/CZe3a0tTWCjyAeJsqHMICvkEsAiJi14GZeo1HzHmV76kpbaohMZdBMTkMJxe83tk5L0Y7wAJy2Y87TTM4vzXv7WABmIpcAMGnBzbxHo+Y1yhalLjVEZOqLYy2Kjeho9MxcjZbwAJy25DzNH96PTBe2uvx9ebT5pQDKiVwCnDbTFtxk4fXyKnepISLhU2+51LB7Mtn6J6YShqGEYahuVxTCAwD/3V8ampnFHZHkkFG2IAOwK3IJcNpMW3AzGlFyrGm8q4KPIB5xguMqfakhMk4sGmqJ1R9vfuRDb21Ux/Vw8+PzRngAIDIrNpJDM7+7Ddrdv7ulIaMUGgD2QS4BTpdpC256b16cd/IU5TXvzcv1vKem9KWG33dWioqGpO3iOh624se0+670r5vx/289bB/bkRfCA4BIcmhmtBDVzcvNTquM37zcLG23VhvVmHICYG/kEuB0mbbgZlRq5L1uWJTVKDWOq9SlxtRfbN9qNRaLhFrOYGVqSSh92xLLspcWEJ2OB/M/66qYikJ4ALBqGAyXtkGLpqXUR3W5+u9Kus9dufrvSuqjejzNJLndGrucAPgucglwmkxccLPz3BHr1pLOcyez69pF629LrFtLei+9XM97akpcaoylGY/OaMtERCaDxOiLYbB46NSXhmWJZa+UF1N//nhHfAWtBuEBwCbuqyvOoxMP09x0VNyKOI8OK3EDSkQ3UGzLEqe/aQpYIG3bEttOuzFTHHIJcJpMXHCzqFKjqPOemtKWGg+t5Hau0cd/KP1G9HNbvMSskvGTJ95TsPxLguF8cVFGagAwh/fmiffmSe+lJ53njvReevHPAGgTittIyywLT9eL0aa9tDm0BSGXAKfJxAU3GalRbqUsNULvevP2rZOHxE4ofdkUDSb+IF5gtDnQsVgo4QEAgBIKvcSi5m0JEv9pOl5MpbXbXkEXmI5cApweUxfcZE2NcitfqRE+zaaSWJZY1nXq9q3jxDQUx10pPUJf+k07/u/N1f9eIMIDAADlNHloL8qL3tP8p4G040zTWio7NCCXAKfH1HIguu6LXxfZXtgXovXMKDWOq3SlxtO1vXUI50xyGooj0cP8wSJQWM61PAUaJp0sEB4AACirqQyayWkoofj9xg6ZpjjkEuD0mDyNI1p3LO9pMxW3ksv5TlnpSo3vWtwhacjgSccWrqsIDwAAlNjUF2dpG/oNU2mVIJcAp8fkBTdNXOAUu6HUEBGRYL5TiiO+nvW31hAeAAAot/Cpt1xq2L3UqbQLUwnDUMIwzH1Rc3IJcHpMHqkRbUV7fn+e4ZVtdn5/nmuJcsooNUQWu5xYljQcR5yGI44zPxq2NFpDdj8BAAA5GCcWDbXE6m9erHz80Fsb1XE9zG9xc3IJcHpMXVMjUr2v5lI0RAVK9b561PNghlJDFnvEW/b6kM/Z+ho69oQnPAAAUG5+31nJIQ1J28V1PGzFj2n3XelfLxZBbz3kM42WXAKcHtMX3BwGw3h72GOtrRF8BPG2t8NgeJRzYBmlhkEIDwAAlNfUX2zfajUaW26uhNK3LbEse2kB0fgmTcPN5WYMuQQ4TaYvuBmN+rj4dSHhZ7ZrD4SfYVzA5D2a5ZRRahiE8AAAQFmN5+t7WWJZbZmIyCSxBX1rGCweOvVn29fbK+XF1I93dvNzaDXIJcBpMn3BzfAzFPunLdatJT+8H5kVG+FnKJe/L8W6tcT+aWdemGAzSg2DEB4AACinh1ZyO9eokUhuQW+Ll5hVMn7yxHsKln9JtEbYatlxJOQS4DSVYcFN/92PR5xkMWIj+AjiERoVtyL+u85dq8qKUsMghAcAAMon9K43b986eUjshNKXTbF74g/iBUabg3wWCyWXAKerDAtu+u9+PGLjzD2Tu3933/o9d//u4jU07J82hUYBKDUMQngAAKBkwqfZVBLLEsu6Tt2+dZyYhuK4K2E59KXftOP/3lz970dELgFOV1kW3Aw/w3iNjWj0yc3LzZfPKfgI5OblJh5FEq2hwZSTYlBqGITwAABAuTxd2ynTTlYlp6E4Ej3MH7QTi4ley1OQ715t5BLgtJVpwc1hMIxHn0THxa8LqY/qcvXflXSfu3L135XUR/X4uqKjel9ll5OCUWoYhPAAAABERCYPUaHRkMFTPlu4riKXAKetjAtuuq+uOI9OvN7GpqPiVsR5dHJbLBXbUWoYhPAAAABEgvlOKY74BY50JpcAKPOCm96bJ96bJ72XnnSeO9J76cU/gy6UGgYhPAAAgHiXE8uShuOI03DEceZHw5ZGa8juJwByw4KbKBqlhkEIDwAAYDoezHdDWWwDu3Q4A0oNALliwU0UiVLDIIQHAACgBbkEwCoW3EQRKDUMQngAAABakEsAbMKCm8gTpYZBCA8AAEALcgmAXbDgJo6NUsMghAcAAKAFuQQAoAGlhkEIDwAAQAtyCQBAA0oNgxAeAACAFuQSAIAGlBoGITwAAAAtyCUAAA0oNQxCeAAAAFqQSwAAGlBqGITwAAAAtCCXAAA0oNQwCOEBAABoQS4BAGhAqWEQwgMAANCCXAIA0IBSwyCEBwAAoAW5BACgAaWGQQgPAABAC3IJAEADSg2DEB4AAIAW5BIAgAaUGgYhPAAAAC3IJQAADSg1DEJ4AAAAWpBLAAAaUGoYhPAAAAC0IJcAADSg1DAI4QEAAGhBLgEAaECpYRDCAwAA0IJcAgDQgFLDIIQHAACgBbkEAKABpYZBCA8AAEALcgkAQANKDYMQHgAAgBbkEgCABpQaBiE8AAAALcglAAANKDUMQngAAABakEsAABpQahiE8AAAALQglwAANKDUMAjhAQAAaEEuAQBoQKlhEMIDAADQglwCANCAUsMghIfDvHmePHc6hR1vnlf0SwAAQGbIJQAADSg1DEJ4OMxzpyO3llXY8cz7BgAoEXIJAEADSg2DEB4OE5Uao1ot1xEao3qdUgMAUDrkEgCABpQaBiE8HCYqNfIuF567XUoNAEDpkEsAABpQahiE8HAYSg0AALJDLgEAaECpYRDCw2EoNQAAyA65BACgAaWGQQgPh6HUAAAgO+QSAIAGlBoGITwchlIDAIDskEsAABpQahiE8HAYSg0AALJDLgEAaECpYRDCw2EoNQAAyA65BACgAaWGQQgPh6HUAAAgO+QSAIAGlBoGITwchlIDAIDskEsAABpQahiE8HAYSg0AALJDLgEAaECpYRDCw2EoNQAAyA65BACgAaWGQQgPh6HUAAAgO+QSAIAGlBoGITwchlIDAIDskEsAABpQahiE8HAYSg0AALJDLgEAaECpYRDCw2EoNQAAyA65BACgAaWGQQgPh6HUAAAgO+QSAIAGlBoGITwchlIDAIDskEsAABpQahiE8HAYSg0AALJDLgEAaECpYRDCw2EoNQAAyA65BACgAaWGQQgPh6HUAAAgO+QSAIAGlBoGITwchlIDAIDskEsAABpQahiE8HAYSg0AALJDLgEAaECpYRDCw2EoNQAAyA65BACgAaWGQQgPh6HUAAAgO+QSAIAGlBoGITwchlIDAIDskEsAABpQahiE8HAYSg0AALJDLgEAaECpYRDCw2EoNQAAyA65BACgAaWGQQgPh4lKjVG9Ls/dbm7HqF6n1AAAlA65BACgAaWGQQgPh4lKjaIOSg0AQJmQSwAAGlBqGITwcJg3z5PnTqew483zin4JAADIDLkEAKABpYZBCA8AAEALcgkAQANKDYMQHgAAgBbkEgCABpQaBiE8AAAALcglAAANKDUMQngAAABakEsAABpQahiE8AAAALQglwAANKDUMAjhAQAAaEEuAQBoQKlhEMIDAADQglwCANCAUsMghAcAAKAFuQQAoAGlhkEIDwAAQAtyCQBAA0oNgxAeAACAFuQSAIAGlBoGITwAAAAtyCUAAA0oNQxCeAAAAFqQSwAAGlBqGITwAAAAtCCXAAA0oNQwCOEBAABoQS4BAGhAqWEQwgMAANCCXAIA0IBSwyCEBwAAoAW5BACgAaWGQQgPAABAC3IJAEADSg2DaA8Pb54nz51OYceb5xX9EuSC1xkAoIH2XAIAOA2UGgbRHh6eOx25tazCjmelr0vWeJ0BABpozyUAgNNAqWEQ7eEh+rI9qtVyHTkwqtdP6ss2rzMAQAPtuQQAcBooNQyiPTxEX7bz/tL73O2e1JdtXmcAgAbacwkA4DRQahhEe3jgy3Y+eJ0BABpozyUAgNNAqWEQ7eGBL9v54HUGAGigPZeUkeu60u12v324rlv0UwCAzFFqGER7eODLdj54nQEAGmjPJWUTBIFYlnXwEQRB0U8FADJFqWEQ7eGBL9v54HUGAGigPZeUTbPZFMuypFarSafT2fuo1WpiWZY0m82inwoAZIpSwyDawwNftvPB6wwA0EB7LimT5CiN7460yOJ3AIBGlBoG0R4e+LKdD15nAIAG2nNJmUSjNA4dZZHV7wEATSg1DKI9PPBlOx+8zgAADbTnkrLIcoQFozUAlBGlhkG0hwe+bOeD1xkAoIH2XFIWWY+uYLQGgLKh1DCI9vDAl+188DoDADTQnkvK4BgjKxitAaBsKDUMoj088GU7H7zOAAANtOeSMjjWqApGawAoE0oNg2gPD3zZzgevMwBAA+25xHTHHFHBaA0AZUKpYRDt4YEv2/ngdQYAaKA9l5ju2KMpjvH7XdeVbrf77cN13cyuBcDpoNQwiPbwwJftfPA6AwA00J5LTJbHSIqsz5H8fYccjBwBsC9KDYNoDw982c4HrzMAQAPtucRkea15keV5ot9Vq9Wk0+nsfdRqNdb5APAtlBoG0R4e+LKdD15nAIAG2nOJqfJc7yKrc2Xxe1jnA8B3UWoYRHt44Mt2PnidAQAaaM8lpsp7Z5IszpfVNbMrC4DvoNQwiPbwwJftfPA6AwA00J5LvqJxUcsiRisces4sr5nRGgC+g1LDINrDA1+288HrDADQQHsu2UbropbRa1qr1TL9vV+J1rP4znuZ9egKRmsA2BelhkG0hwe+bOeD1xkAoIH2XLKN1kUtTRupcYzrZbQGgH1RahhEe3jgy3Y+eJ0BABpozyWbaF/U0qQ1NY51rYzWALAPSg2DaA8PfNnOB68zAEAD7blkE+2LWpqy+8kxr5PRGgD2QalhEO3hgS/b+eB1BgBooD2XpDFlUcu8RipoHKWR1+8HUB6UGgbRHh74sp0PXmcAgAbac0kaUxa1zGOkgtZRGnmeA0A5UGoYRHt44Mt2PnidAQAaaM8lq0xb1FLzSAgTRpIAOB2UGgbRHh74sp0PXmcAgAbac8kq0xa11LpmhSlrfgA4HZQaBtEeHviynQ9eZwCABtpzSZLWguArGosYk3ZnAXAaKDUMoj08RF+2R/W6PHe7uR2jen2nL9tvnifPnU5hx5vnncTrDAA4DdpzSZLmqRzbaJsyU8TICUZrAPgKpYZBtIeH6Mt2UcdXX7a1X19ZXmcAwGnQqOfWdAAADtdJREFUnksipi9qqWlx0+g9r9VqmVzLrmq1mhF/1wAUg1LDINrDg/aREPEIh1ot1+vKeoSD9tcZAHAatOeSiOmLWmrahpaRGgA0otQwiCnhQauo1Mh7pAFrUQAAysiEXFKWRS2zKkyy+D2sqQFAG0oNg5gQHjSj1AAAIDsm5JKyfAHPojDJqnQpS1EEoDwoNQxiQnjQjFIDAIDsaM8lZZsqERUm9Xpdut3u3ke9Xs+scDF9Sg+AcqHUMIj28KAdpQYAANnRnkvKtqhlsjA55MiibDF98VUA5UKpYRDt4UE7Sg0AALKjPZeUbaSGiIjrutLpdL59uK6b2bWYuk0ugPKh1DCI9vCgHaUGAADZMSGXlGVNDY2OWeAwSgPAPig1DGJCeNCMUgMAgOyYkEtY1PK4jlXinFI5BOBwlBoGMSE8aEapAQBAdkzJJSxqeTzHKHJOsRwCcBhKDYOYEh60otQAACA7puQSFrU8rqzLnFMshwAchlLDIKaEB60oNQAAyI5JuYRFLY8ny0LnlMshAN9HqWEQk8KDRpQaAABkx6RcwqKWx5VVqXPK5RCA76PUMIhJ4UEjSg0AALJjWi5hUcvjyaLYoRwC8F2UGgYxLTxoQ6kBAEB2TMslp7Sopeu60u12v324rrv3OaNyp16vf+uc9Xr95MshAN9DqWEQ08KDNpQaAABkx8RccgqLWiaLlkOOfUuaos4LAJQaBjExPGhCqQEAQHZMzCWnsKhlVLTUajXpdDp7H7Va7dtFjeu63zpndHxnhAgAUGoYxMTwoAmlBgAA2TE1l5R5UUvWtgBwiig1DGJqeNCCUgMAgOyYmkvK/MW/zIUNAGxCqWEQU8ODFpQaAABkx+RcUsZFLU9hag0ApKHUMIjJ4UEDSg0AALJjci4p46KWp7AIKgCkodQwiMnhQQNKDQAAsmN6LinTopantF0tAKyi1DCI6eGhaJQaAABkh1yix7FGVTBaA4AJKDUMQng4DKUGAADZIZfocMwRFYzWAGACSg2DEB4OQ6kBAEB2yCU6HHs0BaM1AGhHqWEQwsNhKDUAAMgOuaR4eYykYLQGAO0oNQxCeDgMpQYAANkhlxQvr1EUjNYAoBmlhkEID4eh1AAAIDvkkmLlOYKC0RoANKPUMAjh4TCUGgAAZIdcUqy8R08wWgOAVpQaBiE8HCYqNUb1ujx3u7kdo3qdUgMAUDrkkuIUMXKC0RoAtKLUMAjh4TBRqVHUQakBACgTcklxote+Vqvlet5arcZ7DkAdSg2DEB4O8+Z58tzpFHa8eV7RLwEAAJkhlxSHkRoAsECpYRDCAwAA0IJcUizW1ACAGUoNgxAeAACAFuSSYrH7CQDMUGoYhPAAAAC0IJcUL6/RE4zSAKAZpYZBCA8AAEALcknx8hhBwSgNANpRahiE8AAAALQgl+hw7FEUjNIAoB2lhkEIDwAAQAtyiQ7HHEnBKA0AJqDUMAjhAQAAaEEu0eNYoykYpQHABJQaBiE8AAAALcglehxjRAWjNACYglLDIIQHAACgBblEl6xHVTBKA4ApKDUMQngAAABakEt0yXJkBaM0AJiEUsMghAcAAKAFuUSfrEZXMEoDgEkoNQxCeAAAAFqQS/TJYoQFozQAmIZSwyCEBwAAoAW5RKdolEW9Xpdut7v3Ua/XGaUBwCiUGgYhPAAAAC3IJTolR1occjBKA4ApKDUMQngAAABakEv0cl1XOp3Otw/XdYt+CgCwM0oNgxAeAACAFuQSAIAGlBoGITwAAAAtyCUAAA0oNQxCeAAAAFqQSwAAGlBqGITwAAAAtCCXAAA0oNQwCOEBAABoQS4BAGhAqWEQwgMAANCCXAIA0IBSwyCEBwAAoAW5BACgAaWGQQgPAABAC3IJAEADSg2DEB4AAIAW5BIAgAaUGgYhPAAAAC3IJQAADSg1DEJ4AAAAWpBLAAAaUGoYhPAAAAC0IJcAADSg1DAI4QEAAGhBLgEAaECpYRDCAwAA0IJcAgDQgFLDIIQHAACgBbkEAKABpYZBCA8AAEALcgkAQANKDYMQHgAAgBbkEgCABpQaBiE8AAAALcglAAANKDUMQngAAABakEsAABpQahiE8AAAALQglwAANKDUMAjhAQAAaEEuAQBoQKlhEMIDAADQglwCANCAUsMghAcAAKAFuQQAoAGlhkEIDwAAQAtyCQBAA0oNgxAeAACAFuQSAIAGlBoGITwAAAAtyCUAAA0oNQxCeAAAAFqQSwAAGlBqGITwAAAAtCCXAAA0oNQwCOEBAABoQS4BAGhAqWEQwgMAANCCXAIA0IBSwyCEBwAAoAW5BACgAaWGQQgPAABAC3IJAEADSg2DEB4AAIAW5BIAgAaUGgYhPAAAAC3IJQAADSg1DEJ4AAAAWpBLAAAaUGoYhPAAAAC0IJcAADSg1DAI4QEAAGhBLgEAaECpYRDCAwCUn+u6EoZh0ZcBfIlcAgDlZ0IuodQwCOEBAMrPdV05OzuTbrerPkTgtJFLAKD8TMgllBoGITwAwGmoVqtiWZb6EIHTRi4BgNOgPZdQahiE8AAAp8F1XbEsKz60hgicNnIJAJwG7bmEUsMghAcAOB3RXRHNIQKnjVwCAKdDcy7JvdTwPE86nQ7HN45arSaWZUmtViv8Wjg4ODg4jns4jrMWHrSFiDIgl3z/IJdwcHBwnM6hOZfkXmp0Op2NLwYHBwcHBwfH7ke1WpUgCPL+KC8VcgkHBwcHB0c2R1G5hJEaBh3cEeHg4OA4nWPbHZFKpSKdToeRGhkgl3z/IJdwcHBwnM6hOZewpoZBOh3mrgLAqUibu1p0aACSyCUAcDo05xJKDYMQHgDgNKyuMq4lNABJ5BIAOA3acwmlhkEIDwBwGqK7IdpCA5BELgGA06A9l1BqGITwAADl57qu2tAAJJFLAKD8TMgllBoGITwAQPm5rqs2NABJ5BIAKD8TcgmlhkEIDwAAQAtyCQBAA0oNgxAeAACAFuQSAIAGlBoGITwAAAAtyCUAAA0oNQxCeAAAAFqQSwAAGlBqGITwAAAAtCCX4Lum44FYliW2ZYnT9zc8KpC2bYltW2I5A5nmeoUATEKpYRDCAwAA0IJcgu8LxW1YYlmzYzBeryyerhvxf+896d55AUCxKDUMQngAAABakEtwkNAT24qKjbYEif80HbtxoWG3vYIuEIApKDUMQngAAABakEtwqMlDe1Fe9J7mPw2kHZcdraWyAwDSUGoYhPAAAAC0IJfgcFMZNJPTUELx+42t01IAYBWlhkEIDwAAQAtyCTIx9cWxFsVGdDR6mxYQBYBllBoGITwAAAAtyCXISvjUWy417J5Mir4oAMag1DAI4QEAAGhBLkF2xolFQy2x+uMv/0S0mKjLFBXg5FFqGITwAAAAtCCXICt+31mZftKQbbu4TsOx9OZbwlJqAKDUMAjhAQAAaEEuQRam/mL7VquxWCTUcgayWldMg8Ha2huUGgAoNQxCeAAAAFqQS3C4sTTjgqItExGZDJpxYdEaBssPn3jSarbk+rotDUoNAHOUGgYhPAAAAC3IJTjUQyu5nWtUToTSb0Q/t8XbsGJoMC8/KDUAUGoYhPAAAAC0IJfgEKF3vXn71slDYieUvqQtrzGm1AAwR6lhEMIDAADQglyCbwuf4ukjlnWdun3rODENxXH9jf+dUgMApYZBCA8AAEALcgm+6+naTpl2sio5DcWR1YdRagCIUGoYhPBgvul4tmq3bVni9NfvOswE0rYtse30lb8BANCAXIIiUWoAiFBqGITwUAahuI20RbEWnq4X25n1tm3SDgBAgcglKBKlBoAIpYZBCA8lEXpiJ7YvCxL/aTpe7NVut72CLhAAgK+RS1AkSg0AEUoNgxAeymPy0F6UF72n+U8DacdlR2up7AAAQBtyCYoUDFuzUa8BpQZw6ig1DEJ4KJOpDJrJaSih+P3G1mkpAABoQi4BAGhAqWEQwkPJTH1xrEWxsXGvdgAAFCKXAAA0oNQwCOGhfMKn3nKpYfdS92oHAEAbcgkAQANKDYMQHsponFg01BKrP/7yT0SLibIwFgCgSOQSAIAGlBoGITyUj993VqafNGTbLq7TcCy9+ZawlBoAgCKRSwAAGlBqGITwUC5Tf7F9q9VYLBJqOQNZrSumwWBt7Q1KDQBAkcglAAANKDUMQngok7E044KiLRMRmcz3W7csS1rDYPnhE09azZZcX7elQakBAFCAXAIA/7+9OzROKAigKEpHlBFJKZSApARkSohEfomMRCIjKWEjEjJ/GND/PXKOBATyzZ3ZXRKIGkWMh9dx3M6fc73Fies4vN0+X4/pyY2hl9/4IWoAsCS7BIAEokYR4+E1XKf98+dbv46zl1AO49H1GmdRA4AAdgkACUSNIsbDC7ie/o6PrFb7h8+3nmfHUDbvn0+/FzUAWJJdAkACUaOI8dDvtF8/OHZyb34MZTPufyZqAJDALgEggahRxHhgDFEDgAx2CQAJRI0ixgNjiBoAZLBLAEggahQxHhhD1AAgg10CQAJRo4jxwBhjXD62P3dyXEQNAJZjlwCQQNQoYjwAACnsEgASiBpFjAcAIIVdAkACUaOI8QAApLBLAEggahQxHgCAFHYJAAlEjSLGAwCQwi4BIIGoUcR4AABS2CUAJBA1ihgPAEAKuwSABKJGEeMBAEhhlwCQQNQoYjwAACnsEgASiBpFjAcAIIVdAkACUaOI8QAApLBLAEggahQxHgCAFHYJAAlEjSLGAwCQwi4BIIGoUcR4AABS2CUAJBA1ihgPAEAKuwSABKJGkWmaxm63G9M0Lf1XAIB/zi4BIIGoAQAAAFQSNQAAAIBKogYAAABQSdQAAAAAKokaAAAAQCVRAwAAAKgkagAAAACVRA0AAACgkqgBAAAAVBI1AAAAgEqiBgAAAFBJ1AAAAAAqiRoAAABAJVEDAAAAqCRqAAAAAJVEDQAAAKCSqAEAAABUEjUAAACASqIGAAAAUEnUAAAAACqJGgAAAEAlUQMAAACoJGoAAAAAlUQNAAAAoJKoAQAAAFQSNQAAAIBKogYAAABQSdQAAAAAKokaAAAAQKVvyX+PA635FPgAAAAASUVORK5CYII=)

*Binary vs Multi class classification*

Other categories of classification involves:

**Multi-Label Classification**

In, [**Multi-label Classification**](https://www.geeksforgeeks.org/an-introduction-to-multilabel-classification/) the goal is to predict which of several labels a new data point belongs to. This is different from multiclass classification, where each data point can only belong to one class. For example, a multi-label classification algorithm could be used to classify images of animals as belonging to one or more of the categories cat, dog, bird, or fish.

**Imbalanced Classification**

In, [**Imbalanced Classification**](https://www.geeksforgeeks.org/handling-imbalanced-data-for-classification/)the goal is to predict whether a new data point belongs to a minority class, even though there are many more examples of the majority class. For example, a medical diagnosis algorithm could be used to predict whether a patient has a rare disease, even though there are many more patients with common diseases.

## **Comparison between Classification and Regression**

| **Classification** | **Regression** |
| --- | --- |
| In this problem statement, the target variables are discrete. | In this problem statement, the target variables are continuous. |
| Problems like [Spam Email Classification](https://www.geeksforgeeks.org/detecting-spam-emails-using-tensorflow-in-python/), [Disease prediction](https://www.geeksforgeeks.org/disease-prediction-using-machine-learning/) like problems are solved using Classification Algorithms. | Problems like [House Price Prediction](https://www.geeksforgeeks.org/house-price-prediction-using-machine-learning-in-python/), [Rainfall Prediction](https://www.geeksforgeeks.org/ml-rainfall-prediction-using-linear-regression/) like problems are solved using regression Algorithms. |
| In this algorithm, we try to find the best possible decision boundary which can separate the two classes with the maximum possible separation. | In this algorithm, we try to find the best-fit line which can represent the overall trend in the data. |
| [Evaluation metrics](https://www.geeksforgeeks.org/metrics-for-machine-learning-model/) like Precision, Recall, and F1-Score are used here to evaluate the performance of the classification algorithms. | Evaluation metrics like [Mean Squared Error,](https://www.geeksforgeeks.org/python-mean-squared-error/) [R2-Score](https://www.geeksforgeeks.org/ml-r-squared-in-regression-analysis/), and  [MAPE](https://www.geeksforgeeks.org/how-to-calculate-mape-in-python/) are used here to evaluate the performance of the regression algorithms. |
| Here we face the problems like [binary Classification](https://www.geeksforgeeks.org/getting-started-with-classification/) or [Multi-Class Classification](https://www.geeksforgeeks.org/multiclass-classification-using-scikit-learn/) problems. | Here we face the problems like [Linear Regression](https://www.geeksforgeeks.org/ml-linear-regression/) models as well as non-linear models. |
| Input Data are Independent variables and categorical dependent variable. | Input Data are Independent variables and continuous dependent variable. |
| The classification algorithm’s task mapping the input value of x with the discrete output variable of y. | The regression algorithm’s task is mapping input value (x) with continuous output variable (y). |
| Output is Categorical labels. | Output is Continuous numerical values. |
| Objective is to  Predict categorical/class labels. | Objective is to Predicting continuous numerical values. |
| Example use cases are Spam detection, image recognition, sentiment analysis | Example use cases are Stock price prediction, house price prediction, demand forecasting. |
| **Examples of classification algorithms are:**  Logistic Regression, Decision Trees, Random Forest, Support Vector Machines (SVM), K-Nearest Neighbors (K-NN), Naive Bayes, Neural Networks, K-Means Clustering, Multi-layer Perceptron (MLP), etc. | **Examples of regression algorithms are:**  Linear Regression, Polynomial Regression, Ridge R egression, Lasso Regression, Support Vector Regression (SVR), Decision Trees for Regression, Random Forest Regression, K-Nearest Neighbors (K-NN) Regression, Neural Networks for Regression, etc. |

**Logistic regression :**

Logistic regression is used for binary [classification](https://www.geeksforgeeks.org/getting-started-with-classification/) where we use [sigmoid function](https://www.geeksforgeeks.org/derivative-of-the-sigmoid-function/), that takes input as independent variables and produces a probability value between 0 and 1.

For example, we have two classes Class 0 and Class 1 if the value of the logistic function for an input is greater than 0.5 (threshold value) then it belongs to Class 1 otherwise it belongs to Class 0. It’s referred to as regression because it is the extension of[linear regression](https://www.geeksforgeeks.org/ml-linear-regression/) but is mainly used for classification problems.

### Key Points:

* Logistic regression predicts the output of a categorical dependent variable. Therefore, the outcome must be a categorical or discrete value.
* It can be either Yes or No, 0 or 1, true or False, etc. but instead of giving the exact value as 0 and 1, it gives the probabilistic values which lie between 0 and 1.
* In Logistic regression, instead of fitting a regression line, we fit an “S” shaped logistic function, which predicts two maximum values (0 or 1).

## **Types of Logistic Regression**

On the basis of the categories, Logistic Regression can be classified into three types:

1. **Binomial:** In binomial Logistic regression, there can be only two possible types of the dependent variables, such as 0 or 1, Pass or Fail, etc.
2. **Multinomial:** In multinomial Logistic regression, there can be 3 or more possible unordered types of the dependent variable, such as “cat”, “dogs”, or “sheep”
3. **Ordinal:**In ordinal Logistic regression, there can be 3 or more possible ordered types of dependent variables, such as “low”, “Medium”, or “High”.

**Cross validation :**

The main purpose of cross validation is to prevent [overfitting](https://www.geeksforgeeks.org/overfitting-and-regularization-in-ml/), which occurs when a model is trained too well on the training data and performs poorly on new, unseen data. By evaluating the model on multiple validation sets, cross validation provides a more realistic estimate of the model’s generalization performance, i.e., its ability to perform well on new, unseen data.

## Types of Cross-Validation

There are several types of cross validation techniques, including **k-fold cross validation, leave-one-out cross validation, and Holdout validation, Stratified Cross-Validation.**The choice of technique depends on the size and nature of the data, as well as the specific requirements of the modeling problem.

### ****1. Holdout Validation****

In[Holdout Validation](https://www.geeksforgeeks.org/introduction-of-holdout-method/), we perform training on the 50% of the given dataset and rest 50% is used for the testing purpose. It’s a simple and quick way to evaluate a model. The major drawback of this method is that we perform training on the 50% of the dataset, it may possible that the remaining 50% of the data contains some important information which we are leaving while training our model i.e. higher bias.

### ****2. LOOCV (Leave One Out Cross Validation)****

In this method, we perform training on the whole dataset but leaves only one data-point of the available dataset and then iterates for each data-point. In [LOOCV](https://www.geeksforgeeks.org/loocvleave-one-out-cross-validation-in-r-programming/), the model is trained on  samples and tested on the one omitted sample, repeating this process for each data point in the dataset. It has some advantages as well as disadvantages also.

**An advantage** of using this method is that we make use of all data points and hence it is low bias.

The major**drawback**of this method is that it leads to **higher variation**in the testing model as we are testing against one data point. If the data point is an outlier it can lead to higher variation. Another drawback is it **takes a lot of execution time** as it iterates over ‘the number of data points’ times.

### ****3. Stratified Cross-Validation****

It is a technique used in machine learning to ensure that each fold of the cross-validation process maintains the same class distribution as the entire dataset. This is particularly important when dealing with imbalanced datasets, where certain classes may be underrepresented. In this method,

1. The dataset is divided into k folds while maintaining the proportion of classes in each fold.
2. During each iteration, one-fold is used for testing, and the remaining folds are used for training.
3. The process is repeated k times, with each fold serving as the test set exactly once.

[Stratified Cross-Validation](https://www.geeksforgeeks.org/stratified-k-fold-cross-validation/)is essential when dealing with classification problems where maintaining the balance of class distribution is crucial for the model to generalize well to unseen data.

### ****4. K-Fold Cross Validation****

In [K-Fold Cross Validation](https://www.geeksforgeeks.org/k-fold-cross-validation-in-r-programming/), we split the dataset into k number of subsets (known as folds) then we perform training on the all the subsets but leave one(k-1) subset for the evaluation of the trained model. In this method, we iterate k times with a different subset reserved for testing purpose each time.

**Methods for Checking perforfance**

<https://www.geeksforgeeks.org/machine-learning-model-evaluation/>

**Hyper parameter tuning:**

<https://www.geeksforgeeks.org/hyperparameter-tuning/>

**Bagging v/s Boosting:**

<https://www.geeksforgeeks.org/bagging-vs-boosting-in-machine-learning/>

**Random forest: :**

<https://www.geeksforgeeks.org/random-forest-algorithm-in-machine-learning/>

**Gradiend boosting:**

<https://www.geeksforgeeks.org/ml-gradient-boosting/>